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6.5. Deadlock Avoidance

m Deadlock avoidance requires that the system has some additional a prior
information available
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« Simplest and most useful model requires that each process declare
the maximum number of resources of each type that it may need
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« The deadlock-avoidance algorithm dynamically examines the
resource-allocation state to ensure that there can never be a circular-

wait condition
circular-wait & s

® Resource-allocation state is defined by the number of available and allocated

resources, and the maximum demands of the processes
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6.5.1. Safe State

A state is safe if the system can allocate resources to each process (up to its
maximum) in some order and still avoid a deadlock. More formally, a system is in a

safe state only if there exists a safe sequence.
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® The system is in a safe state if there exist a sequence of processes <P/, P2, .., Pn>
of all the processes in the systems such that for each Pi, the resource requests
that Pi, can still request, can be satisfied by the currently available resources plus
the resources held by all Pj, with j <'i.
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6.5.1. Safe State Cont.

That is:
- If P, resource needs are not immediately available, then P,
can wait until all P, have finished
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- When P; is finished, P; can obtain needed resources, execute,
return allocated resources, and terminate
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 When P; terminates, P;.; can obtain its needed resources,
and so on
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Basic Facts

If a system Is in a safe state =» no deadlock

If a system is in unsafe state =» possibly of deadlock
e Not all unsafe states are deadlocks.

unsafe
deadlock
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To illustrate, Consider a system with 12 magnetic tape drives and 3 processes
(P, P, andP,)
Process P, requires 10 tape drives, (require= glisy 5 llay)
Process 2, may need as many as 4 tape drives, and
Process 2, may need up to 9 tape drives.
Suppose that, at time ¢,
- Process 7, is holding 5 tape drives, (holding= ey ol Laiiay)
- Process P, is holding 2 tape drives, and
- Process A, is holding 2 tape drives.
(Thus, there are 3 free tape drives.)

Available resources = total resources in the system — total holding resources
=12-9=3

Current Needs= Maximum Needs- Allocation.

Maximum Needs Current Needs Allocation
(requires) (holding)

10 5 5

4 2 2

9 7 2



Maximum Needs Current Needs Allocation
(requires) (holding)
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- At time t,, the system is in a safe state.
The sequence < P,, P, p,> satisfies the safety condition.

- Process P, can immediately be allocated all its tape drives
(because the system still have 3 available tape drives) and then
return them (the system will then have (3+2) = 5 available

tape drives;

- Then process P, can get all its tape drives and return them (the
system will then have (5+5) =10 available tape drives);

- And finally process P, can get all its tape drives and return them
(the system will then have all 12 tape drives available).



A system can go from a safe state to an unsafe state.

- Suppose that, at time t,, process P, requests and is allocated
one more tape drive.

Maximum Needs Current Needs Allocation
(requires) (holding)
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The system is no longer in a safe state.

At this point, only process P,, can be allocated all its tape drives. When
it returns them, the system will have only 4 available tape drives. Since
process P, is allocated 5 tape drives, but has a maximum of 10, it may
request 5 more tape drives. Since they are unavailable, process P, must
wait. Similarly, process P, may request an additional 6 tape drives and
have to wait, resulting in a deadlock.
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AVOIDANCE ALGORITHMS
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RESOURCE-ALLOCATION GRAPH
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USE THE BANKER’S ALGORITHM

® SINGLE INSTANCE OF A RESOURCE TYPE
® USE A RESOURCE-ALLOCATION GRAPH

® MULTIPLE INSTANCES OF A RESOURCE TYPE
® USETHE BANKER’S ALGORITHM



6.5.2. Resource-Allocation Graph Algorithm

If we have a resource-allocation system with only one instance of each
resource type, we can use a variant of the resource-allocation graph for
deadlock avoidance. In addition to the request and assignment edges
already described, we introduce a new type of edge, called a claim
edge
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® Claim edge Pr — RJindicates that process P/, may request resource ~J, at
some time in the future. This edge resembles a request edge in direction, but
IS represented in the graph by a dashed line.
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6.5.2. Resource-Allocation Graph Algorithm Cont.

1- When process Pi requests resource Rj, the claim edge Pi — Rj is
converted to a request edge.

request edge J' claim edge 1 st 21 Rj jaas Pid) alhay baaie -]

2- Similarly, when a resource Rj is released by Pi, the assignment edge
Rj — Pi is reconverted to a claim edge Pi— Rj.
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Suppose that process Fr requests resource AJ. The request can be granted only if
converting the request edge A/ — RJto an assignment edge /7 — FPrdoes not result in
the formation of a cycle in the resource-allocation graph.

If no cycle exists, then the allocation of the resource will leave the system in a safe
state. If a cycle is found, then the allocation will put the system in an unsafe state.
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EXAMPLE: To illustrate this algorithm, we consider the resource-allocation
graph of Figure 6.5.

Figure 6.5 Resource-allocation graph for \
deadlock avoidance G @
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Suppose that P, requests R,. Although R, is currently free, we cannot
allocate it to P,, since this action will create a cycle in the graph (Figure
6.6). A cycle indicates that the system is in an unsafe state.

If P, requests R,, and P, requests R,, then a deadlock will occur
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Figure 6.6 An unsafe state in a resource- /;/ =

allocation graph N
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End of Part 3




